**1****Overview of PL/SQL**

PL/SQL, the Oracle procedural extension of SQL, is a completely portable, high-performance transaction-processing language. This chapter explains its advantages and briefly describes its main features and its architecture.

**Advantages of PL/SQL**

PL/SQL has these advantages:

* [Tight Integration with SQL](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAGBBAD)
* [High Performance](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAHAGEF)
* [High Productivity](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJABDHHJ)
* [Full Portability](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJADFBDD)
* [Tight Security](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAFDGHC)
* [Access to Predefined Packages](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAJDHCF)
* [Support for Object-Oriented Programming](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAFFJDB)
* [Support for Developing Web Applications and Server Pages](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAIEIJA)

**Tight Integration with SQL**

SQL has become the standard database language because it is flexible, powerful, and easy to learn. A few English-like statements such asSELECT, INSERT, UPDATE, and DELETE make it easy to manipulate the data stored in a relational database.

PL/SQL is tightly integrated with SQL. With PL/SQL, you can use all SQL data manipulation, cursor control, and transaction control statements, and all SQL functions, operators, and pseudocolumns.

PL/SQL fully supports SQL data types. You need not convert between PL/SQL and SQL data types. For example, if your PL/SQL program retrieves a value from a database column of the SQL type VARCHAR2, it can store that value in a PL/SQL variable of the type VARCHAR2. Special PL/SQL language features let you work with table columns and rows without specifying the data types, saving on maintenance work when the table definitions change.

Running a SQL query and processing the result set is as easy in PL/SQL as opening a text file and processing each line in popular scripting languages. Using PL/SQL to access metadata about database objects and handle database error conditions, you can write utility programs for database administration that are reliable and produce readable output about the success of each operation. Many database features, such as triggers and object types, use PL/SQL. You can write the bodies of triggers and methods for object types in PL/SQL.

PL/SQL supports both static and dynamic SQL. **Static SQL** is SQL whose full text is known at compilation time. **Dynamic SQL** is SQL whose full text is not known until run time. Dynamic SQL enables you to make your applications more flexible and versatile. For information about using static SQL with PL/SQL, see [Chapter 6, "Using Static SQL."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/static.htm#BABGEDAE) For information about using dynamic SQL, see [Chapter 7, "Using Dynamic SQL."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/dynamic.htm#CACDDACH)

**High Performance**

With PL/SQL, an entire block of statements can be sent to the database at one time. This can drastically reduce network traffic between the database and an application. As [Figure 1-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i8981) shows, you can use PL/SQL blocks and subprograms (procedures and functions) to group SQL statements before sending them to the database for execution. PL/SQL also has language features to further speed up SQL statements that are issued inside a loop.

PL/SQL stored subprograms are compiled once and stored in executable form, so subprogram calls are efficient. Because stored subprograms execute in the database server, a single call over the network can start a large job. This division of work reduces network traffic and improves response times. Stored subprograms are cached and shared among users, which lowers memory requirements and call overhead.

***Figure 1-1 PL/SQL Boosts Performance***
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[Description of "Figure 1-1 PL/SQL Boosts Performance"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/img_text/lnpls005.htm)

**High Productivity**

PL/SQL lets you write very compact code for manipulating data. In the same way that scripting languages such as PERL can read, transform, and write data from files, PL/SQL can query, transform, and update data in a database. PL/SQL saves time on design and debugging by offering a full range of software-engineering features, such as exception handling, encapsulation, data hiding, and object-oriented data types.

PL/SQL extends tools such as Oracle Forms. With PL/SQL in these tools, you can use familiar language constructs to build applications. For example, you can use an entire PL/SQL block in an Oracle Forms trigger, instead of multiple trigger steps, macros, or user exits. PL/SQL is the same in all environments. After you learn PL/SQL with one Oracle tool, you can transfer your knowledge to other tools.

**Full Portability**

Applications written in PL/SQL can run on any operating system and platform where the database runs. With PL/SQL, you can write portable program libraries and reuse them in different environments.

**Tight Security**

PL/SQL stored subprograms move application code from the client to the server, where you can protect it from tampering, hide the internal details, and restrict who has access. For example, you can grant users access to a subprogram that updates a table, but not grant them access to the table itself or to the text of the UPDATE statement. Triggers written in PL/SQL can control or record changes to data, making sure that all changes obey your business rules.

For information about wrapping, or hiding, the source of a PL/SQL unit, see [Appendix A, "Wrapping PL/SQL Source Code"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/wrap.htm#BABEFEJF).

**Access to Predefined Packages**

Oracle provides product-specific packages that define APIs you can invoke from PL/SQL to perform many useful tasks. These packages include DBMS\_ALERT for using triggers, DBMS\_FILE for reading and writing operating system text files, UTL\_HTTP for making hypertext transfer protocol (HTTP) callouts, DBMS\_OUTPUT for display output from PL/SQL blocks and subprograms, and DBMS\_PIPE for communicating over named pipes. For more information about these packages, see [Overview of Product-Specific PL/SQL Packages](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/packages.htm#i2432).

For complete information about the packages supplied by Oracle, see [*Oracle Database PL/SQL Packages and Types Reference*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28419/toc.htm).

**Support for Object-Oriented Programming**

Object types are an ideal object-oriented modeling tool, which you can use to reduce the cost and time required to build complex applications. Besides enabling you to create software components that are modular, maintainable, and reusable, object types allow different teams of programmers to develop software components concurrently.

By encapsulating operations with data, object types let you move data-maintenance code out of SQL scripts and PL/SQL blocks into methods. Also, object types hide implementation details, so that you can change the details without affecting client programs.

In addition, object types allow for realistic data modeling. Complex real-world entities and relationships map directly into object types. This direct mapping helps your programs better reflect the world they are trying to simulate. For information about object types, see [*Oracle Database Object-Relational Developer's Guide*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28371/adobjint.htm#ADOBJ001).

**Support for Developing Web Applications and Server Pages**

You can use PL/SQL to develop Web applications and Server Pages (PSPs). For more information, see [Using PL/SQL to Create Web Applications](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#CIHDJJDI) and [Using PL/SQL to Create Server Pages](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#CIHFHCCA).

**Main Features of PL/SQL**

PL/SQL combines the data-manipulating power of SQL with the processing power of procedural languages.

When a problem can be solved using SQL, you can issue SQL statements from your PL/SQL programs, without learning new APIs.

Like other procedural programming languages, PL/SQL lets you declare constants and variables, control program flow, define subprograms, and trap run-time errors.

You can break complex problems into easily understandable subprograms, which you can reuse in multiple applications.

Topics:

* [PL/SQL Blocks](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i8859)
* [PL/SQL Error Handling](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12979)
* [PL/SQL Input and Output](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CBJGHHBG)
* [PL/SQL Variables and Constants](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12828)
* [PL/SQL Data Abstraction](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12947)
* [PL/SQL Control Structures](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i7369)
* [PL/SQL Subprograms](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g1461293)
* [PL/SQL Packages (APIs Written in PL/SQL)](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABFHIEE)
* [Conditional Compilation](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g1115615)
* [Embedded SQL Statements](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12862)

**PL/SQL Blocks**

The basic unit of a PL/SQL source program is the block, which groups related declarations and statements.

A PL/SQL block is defined by the keywords DECLARE, BEGIN, EXCEPTION, and END. These keywords partition the block into a declarative part, an executable part, and an exception-handling part. Only the executable part is required.

Declarations are local to the block and cease to exist when the block completes execution, helping to avoid cluttered namespaces for variables and subprograms.

Blocks can be nested: Because a block is an executable statement, it can appear in another block wherever an executable statement is allowed.

[Example 1-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABDHBBA) shows the basic structure of a PL/SQL block. For the formal syntax description, see [Block](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/block.htm#i32791).

***Example 1-1 PL/SQL Block Structure***

DECLARE -- Declarative part (optional)

-- Declarations of local types, variables, & subprograms

BEGIN -- Executable part (required)

-- Statements (which can use items declared in declarative part)

[EXCEPTION -- Exception-handling part (optional)

-- Exception handlers for exceptions raised in executable part]

END;

A PL/SQL block can be submitted to an interactive tool (such as SQL\*Plus or Enterprise Manager) or embedded in an Oracle Precompiler or OCI program. The interactive tool or program executes the block only once. The block is not stored in the database.

A named PL/SQL block—a subprogram—can be invoked repeatedly (see [PL/SQL Subprograms](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g1461293)).

**Note:**

A block that is not stored in the database is called an **anonymous block**, even if it has a label.

**PL/SQL Error Handling**

PL/SQL makes it easy to detect and process error conditions, which are called **exceptions**. When an error occurs, an exception is raised: normal execution stops and control transfers to special exception-handling code, which comes at the end of any PL/SQL block. Each different exception is processed by a particular exception handler.

PL/SQL exception handling differs from the manual checking that you do in C programming, where you insert a check to make sure that every operation succeeded. Instead, the checks and calls to error routines are performed automatically, similar to the exception mechanism in Java programming.

Predefined exceptions are raised automatically for certain common error conditions involving variables or database operations. For example, if you try to divide a number by zero, PL/SQL raises the predefined exception ZERO\_DIVIDE automatically.

You can define exceptions of your own, for conditions that you decide are errors, or to correspond to database errors that normally result in ORA-*n* error messages. When you detect a user-defined error condition, you raise an exception with either a RAISE statement or the procedure DBMS\_STANDARD.RAISE\_APPLICATION\_ERROR. See the exception comm\_missing in [Example 1-16](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBHHAI). In the example, if the commission is null, the exception comm\_missing is raised.

Typically, you put an exception handler at the end of a subprogram to handle exceptions that are raised anywhere inside the subprogram. To continue executing from the spot where an exception happens, enclose the code that might raise an exception inside another BEGIN-END block with its own exception handler. For example, you might put separate BEGIN-END blocks around groups of SQL statements that might raise NO\_DATA\_FOUND, or around arithmetic operations that might raise DIVIDE\_BY\_ZERO. By putting a BEGIN-END block with an exception handler inside a loop, you can continue executing the loop even if some loop iterations raise exceptions. See [Example 5-38](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#BABFJEIA).

For information about PL/SQL errors, see [Overview of PL/SQL Run-Time Error Handling](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/errors.htm#i3336). For information about PL/SQL warnings, see[Overview of PL/SQL Compile-Time Warnings](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/errors.htm#i9084).

**PL/SQL Input and Output**

Most PL/SQL input and output (I/O) is through SQL statements that store data in database tables or query those tables. All other PL/SQL I/O is done through APIs, such as the PL/SQL package DBMS\_OUTPUT.

To display output passed to DBMS\_OUTPUT, you need another program, such as SQL\*Plus. To see DBMS\_OUTPUT output with SQL\*Plus, you must first issue the SQL\*Plus command SET SERVEROUTPUT ON. For information about SET SERVEROUTPUT ON, see [*SQL\*Plus User's Guide and Reference*](http://docs.oracle.com/cd/B28359_01/server.111/b31189/ch12040.htm#SQPUG099).

Other PL/SQL APIs for processing I/O are provided by packages such as:

| **Package(s)** | **PL/SQL uses package ...** |
| --- | --- |
| HTF and HTP | to display output on a web page |
| DBMS\_PIPE | to pass information between PL/SQL and operating-system commands |
| UTL\_FILE | to reads and write operating system files |
| UTL\_HTTP | to communicate with web servers |
| UTL\_SMTP | to communicate with mail servers |

Although some of the preceding APIs can accept input as well as display output, they have cannot accept data directly from the keyboard. For that, use the SQL\*Plus commands PROMPT and ACCEPT.

**PL/SQL Variables and Constants**

PL/SQL lets you declare variables and constants, and then use them in SQL and procedural statements anywhere an expression can be used. You must declare a variable or constant before referencing it in any other statements. For more information, see [Declarations](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#i27306).

Topics:

* [Declaring PL/SQL Variables](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAFEIFF)
* [Assigning Values to Variables](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12589)
* [Declaring PL/SQL Constants](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12604)
* [Bind Variables](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g1168839)

**Declaring PL/SQL Variables**

A PL/SQL variable can have any SQL data type (such as CHAR, DATE, or NUMBER) or a PL/SQL-only data type (such as BOOLEAN orPLS\_INTEGER).

[Example 1-2](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABEABGF) declares several PL/SQL variables. One has a PL/SQL-only data type; the others have SQL data types.

***Example 1-2 PL/SQL Variable Declarations***

SQL> DECLARE

2 part\_number NUMBER(6); -- SQL data type

3 part\_name VARCHAR2(20); -- SQL data type

4 in\_stock BOOLEAN; -- PL/SQL-only data type

5 part\_price NUMBER(6,2); -- SQL data type

6 part\_description VARCHAR2(50); -- SQL data type

7 BEGIN

8 NULL;

9 END;

10 /

PL/SQL procedure successfully completed.

SQL>

For more information about PL/SQL data types, see [Chapter 3, "PL/SQL Data Types."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/datatypes.htm#CJAEDAEA)

PL/SQL also lets you declare composite data types, such as nested tables, variable-size arrays, and records. For more informations, see[Chapter 5, "Using PL/SQL Collections and Records."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#CIHIEBJC)

**Assigning Values to Variables**

You can assign a value to a variable in the following ways:

* With the assignment operator (:=), as in [Example 1-3](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBDCEC).
* By selecting (or fetching) database values into it, as in [Example 1-4](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABHFEHA).
* By passing it as an OUT or IN OUT parameter to a subprogram, and then assigning the value inside the subprogram, as in [Example 1-5](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABIIBDF)

***Example 1-3 Assigning Values to Variables with the Assignment Operator***

SQL> DECLARE -- You can assign values here

2 wages NUMBER;

3 hours\_worked NUMBER := 40;

4 hourly\_salary NUMBER := 22.50;

5 bonus NUMBER := 150;

6 country VARCHAR2(128);

7 counter NUMBER := 0;

8 done BOOLEAN;

9 valid\_id BOOLEAN;

10 emp\_rec1 employees%ROWTYPE;

11 emp\_rec2 employees%ROWTYPE;

12 TYPE commissions IS TABLE OF NUMBER INDEX BY PLS\_INTEGER;

13 comm\_tab commissions;

14

15 BEGIN -- You can assign values here too

16 wages := (hours\_worked \* hourly\_salary) + bonus;

17 country := 'France';

18 country := UPPER('Canada');

19 done := (counter > 100);

20 valid\_id := TRUE;

21 emp\_rec1.first\_name := 'Antonio';

22 emp\_rec1.last\_name := 'Ortiz';

23 emp\_rec1 := emp\_rec2;

24 comm\_tab(5) := 20000 \* 0.15;

25 END;

26 /

PL/SQL procedure successfully completed.

SQL>

In [Example 1-4](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABHFEHA), 10% of an employee's salary is selected into the bonus variable. Now you can use the bonus variable in another computation or insert its value into a database table.

***Example 1-4 Using SELECT INTO to Assign Values to Variables***

SQL> DECLARE

2 bonus NUMBER(8,2);

3 emp\_id NUMBER(6) := 100;

4 BEGIN

5 **SELECT salary \* 0.10 INTO bonus**

6 **FROM employees**

7 **WHERE employee\_id = emp\_id;**

8 END;

9 /

PL/SQL procedure successfully completed.

SQL>

[Example 1-5](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm" \l "BABIIBDF) passes the new\_sal variable to a subprogram, and the subprogram updates the variable.

***Example 1-5 Assigning Values to Variables as Parameters of a Subprogram***

SQL> DECLARE

2 **new\_sal NUMBER(8,2);**

3 emp\_id NUMBER(6) := 126;

4

5 PROCEDURE adjust\_salary (

6 emp\_id NUMBER,

7 **sal IN OUT NUMBER**

8 ) IS

9 emp\_job VARCHAR2(10);

10 avg\_sal NUMBER(8,2);

11 BEGIN

12 SELECT job\_id INTO emp\_job

13 FROM employees

14 WHERE employee\_id = emp\_id;

15

16 SELECT AVG(salary) INTO avg\_sal

17 FROM employees

18 WHERE job\_id = emp\_job;

19

20 DBMS\_OUTPUT.PUT\_LINE ('The average salary for '

21 || emp\_job

22 || ' employees: '

23 || TO\_CHAR(avg\_sal)

24 );

25

26 **sal := (sal + avg\_sal)/2;**

27 END;

28

29 BEGIN

30 SELECT AVG(salary) INTO new\_sal

31 FROM employees;

32

33 DBMS\_OUTPUT.PUT\_LINE ('The average salary for all employees: '

34 || TO\_CHAR(new\_sal)

35 );

36

37 **adjust\_salary(emp\_id, new\_sal);**

38 END;

39 /

The average salary for all employees: 6461.68

The average salary for ST\_CLERK employees: 2785

PL/SQL procedure successfully completed.

SQL>

**Declaring PL/SQL Constants**

Declaring a PL/SQL constant is like declaring a PL/SQL variable except that you must add the keyword CONSTANT and immediately assign a value to the constant. For example:

credit\_limit CONSTANT NUMBER := 5000.00;

No further assignments to the constant are allowed.

**Bind Variables**

Bind variables improve performance by allowing the database to reuse SQL statements.

When you embed a SQL INSERT, UPDATE, DELETE, or SELECT statement directly in your PL/SQL code, PL/SQL turns the variables in the WHEREand VALUES clauses into bind variables automatically. The database can reuse these SQL statements each time the same code is executed. To run similar statements with different variable values, you can save parsing overhead by invoking a stored subprogram that accepts parameters and then issues the statements with the parameters substituted in the appropriate places.

PL/SQL does not create bind variables automatically when you use dynamic SQL, but you can use them with dynamic SQL by specifying them explicitly.

**PL/SQL Data Abstraction**

Data abstraction lets you work with the essential properties of data without being too involved with details. After you design a data structure, you can focus on designing algorithms that manipulate the data structure.

Topics:

* [Cursors](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABHIDEG)
* [%TYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12611)
* [%ROWTYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12629)
* [Collections](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12698)
* [Records](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12708)
* [Object Types](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABJCCAI)

**Cursors**

A cursor is a name for a specific private SQL area in which information for processing the specific statement is kept. PL/SQL uses both implicit and explicit cursors. PL/SQL implicitly declares a cursor for all SQL data manipulation statements on a set of rows, including queries that return only one row. For queries that return more than one row, you can explicitly declare a cursor to process the rows individually. For example, [Example 1-6](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABFAAAJ) declares an explicit cursor.

For information about cursors, see [Managing Cursors in PL/SQL](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/static.htm#i45288).

**%TYPE Attribute**

The %TYPE attribute provides the data type of a variable or database column. This is particularly useful when declaring variables that will hold database values. For example, assume there is a column named last\_name in a table named employees. To declare a variable namedv\_last\_name that has the same data type as column last\_name, use dot notation and the %TYPE attribute, as follows:

v\_last\_name employees.last\_name%TYPE;

Declaring v\_last\_name with %TYPE has two advantages. First, you need not know the exact data type of last\_name. Second, if you change the database definition of last\_name, perhaps to make it a longer character string, the data type of v\_last\_name changes accordingly at run time.

For more information about %TYPE, see [Using the %TYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#i6080) and [%TYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/type_attribute.htm#i36397).

**%ROWTYPE Attribute**

In PL/SQL, records are used to group data. A record consists of a number of related fields in which data values can be stored. The%ROWTYPE attribute provides a record type that represents a row in a table. The record can store an entire row of data selected from the table or fetched from a cursor or cursor variable. See [Cursors](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABHIDEG).

Columns in a row and corresponding fields in a record have the same names and data types. In the following example, you declare a record named dept\_rec, whose fields have the same names and data types as the columns in the departments table:

dept\_rec departments%ROWTYPE; -- declare record variable

You use dot notation to reference fields, as follows:

v\_deptid := dept\_rec.department\_id;

If you declare a cursor that retrieves the last name, salary, hire date, and job class of an employee, you can use %ROWTYPE to declare a record that stores the same information.

The FETCH statement in [Example 1-6](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABFAAAJ) assigns the value in the last\_name column of the employees table to the last\_name field ofemployee\_rec, the value in the salary column is to the salary field, and so on.

***Example 1-6 Using %ROWTYPE with an Explicit Cursor***

SQL> DECLARE

2 CURSOR **c1** IS

3 SELECT last\_name, salary, hire\_date, job\_id

4 FROM employees

5 WHERE employee\_id = 120;

6

7 **employee\_rec c1%ROWTYPE;**

8

9 BEGIN

10 OPEN c1;

11 **FETCH c1 INTO employee\_rec;**

12 DBMS\_OUTPUT.PUT\_LINE('Employee name: ' || employee\_rec.last\_name);

13 END;

14 /

Employee name: Weiss

PL/SQL procedure successfully completed.

SQL>

For more information about %ROWTYPE, see [Using the %ROWTYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#i6079) and [%ROWTYPE Attribute](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/rowtype_attribute.htm#i35991).

**Collections**

PL/SQL collection types let you declare high-level data types similar to arrays, sets, and hash tables found in other languages. In PL/SQL, array types are known as varrays (short for variable-size arrays), set types are known as nested tables, and hash table types are known as associative arrays. Each kind of collection is an ordered group of elements, all of the same type. Each element has a unique subscript that determines its position in the collection. When declaring collections, you use a TYPE definition. See [Defining Collection Types](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#i20383).

To reference an element, use subscript notation with parentheses, as shown in [Example 1-7](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABIHGGF).

***Example 1-7 Using a PL/SQL Collection Type***

SQL> DECLARE

2 **TYPE staff\_list IS TABLE OF employees.employee\_id%TYPE;**

3 **staff staff\_list;**

4 lname employees.last\_name%TYPE;

5 fname employees.first\_name%TYPE;

6 BEGIN

7 **staff := staff\_list(100, 114, 115, 120, 122);**

8

9 FOR i IN staff.FIRST..staff.LAST LOOP

10 SELECT last\_name, first\_name INTO lname, fname

11 FROM employees

12 WHERE employees.employee\_id = **staff(i)**;

13

14 DBMS\_OUTPUT.PUT\_LINE (TO\_CHAR(**staff(i)**)

15 || ': '

16 || lname

17 || ', '

18 || fname

19 );

20 END LOOP;

21 END;

22 /

100: King, Steven

114: Raphaely, Den

115: Khoo, Alexander

120: Weiss, Matthew

122: Kaufling, Payam

PL/SQL procedure successfully completed.

SQL>

Collections can be passed as parameters, so that subprograms can process arbitrary numbers of elements.You can use collections to move data into and out of database tables using high-performance language features known as bulk SQL.

For information about collections, see [Chapter 5, "Using PL/SQL Collections and Records."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#CIHIEBJC)

**Records**

Records are composite data structures whose fields can have different data types. You can use records to hold related items and pass them to subprograms with a single parameter. When declaring records, you use a TYPE definition, as in [Example 1-8](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABEGBEH). See [Defining and Declaring Records](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#i20479).

***Example 1-8 Declaring a Record Type***

SQL> DECLARE

2 TYPE timerec IS RECORD (

3 hours SMALLINT,

4 minutes SMALLINT

5 );

6

7 TYPE meeting\_type IS RECORD (

8 date\_held DATE,

9 duration timerec, -- nested record

10 location VARCHAR2(20),

11 purpose VARCHAR2(50)

12 );

13

14 BEGIN

15 NULL;

16 END;

17 /

PL/SQL procedure successfully completed.

SQL>

You can use the %ROWTYPE attribute to declare a record that represents a row in a table or a row from a query result set, without specifying the names and types for the fields.

For information about records, see [Chapter 5, "Using PL/SQL Collections and Records."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/collections.htm#CIHIEBJC)

**Object Types**

PL/SQL supports object-oriented programming through object types. An object type encapsulates a data structure along with the subprograms needed to manipulate the data. The variables that form the data structure are known as attributes. The subprograms that manipulate the attributes are known as methods.

Object types reduce complexity by breaking down a large system into logical entities. This lets you create software components that are modular, maintainable, and reusable. Object-type definitions, and the code for the methods, are stored in the database. Instances of these object types can be stored in tables or used as variables inside PL/SQL code. [Example 1-9](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABJHAAH) shows an object type definition for a bank account.

***Example 1-9 Defining an Object Type***

SQL> CREATE TYPE bank\_account AS OBJECT (

2 acct\_number NUMBER(5),

3 balance NUMBER,

4 status VARCHAR2(10),

5

6 MEMBER PROCEDURE open

7 (SELF IN OUT NOCOPY bank\_account,

8 amount IN NUMBER),

9

10 MEMBER PROCEDURE close

11 (SELF IN OUT NOCOPY bank\_account,

12 num IN NUMBER,

13 amount OUT NUMBER),

14

15 MEMBER PROCEDURE deposit

16 (SELF IN OUT NOCOPY bank\_account,

17 num IN NUMBER,

18 amount IN NUMBER),

19

20 MEMBER PROCEDURE withdraw

21 (SELF IN OUT NOCOPY bank\_account,

22 num IN NUMBER,

23 amount IN NUMBER),

24

25 MEMBER FUNCTION curr\_bal (num IN NUMBER) RETURN NUMBER

26 );

27 /

Type created.

SQL>

For information about object types, see [*Oracle Database Object-Relational Developer's Guide*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28371/adobjint.htm#ADOBJ001).

**PL/SQL Control Structures**

Control structures are the most important PL/SQL extension to SQL. Not only does PL/SQL let you manipulate database data, it lets you process the data using flow-of-control statements.

Topics:

* [Conditional Control](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i1736)
* [Iterative Control](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i8422)
* [Sequential Control](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12675)

For more information, see [Chapter 4, "Using PL/SQL Control Structures."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/controlstructures.htm#CIHIAGAF)

**Conditional Control**

Often, it is necessary to take alternative actions depending on circumstances. The IF-THEN-ELSE statement lets you execute a sequence of statements conditionally. The IF clause checks a condition, the THEN clause defines what to do if the condition is true and the ELSE clause defines what to do if the condition is false or null. [Example 1-10](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABCBICG) shows the use of IF-THEN-ELSE to determine the salary raise an employee receives based on the current salary of the employee.

To choose among several values or courses of action, you can use CASE constructs. The CASE expression evaluates a condition and returns a value for each case. The case statement evaluates a condition and performs an action for each case, as in [Example 1-10](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABCBICG).

***Example 1-10 Using the IF-THEN-ELSE and CASE Statement for Conditional Control***

SQL> DECLARE

2 jobid employees.job\_id%TYPE;

3 empid employees.employee\_id%TYPE := 115;

4 sal employees.salary%TYPE;

5 sal\_raise NUMBER(3,2);

6 BEGIN

7 SELECT job\_id, salary INTO jobid, sal

8 FROM employees

9 WHERE employee\_id = empid;

10

11 CASE

12 WHEN jobid = 'PU\_CLERK' THEN

13 IF sal < 3000 THEN

14 sal\_raise := .12;

15 ELSE

16 sal\_raise := .09;

17 END IF;

18

19 WHEN jobid = 'SH\_CLERK' THEN

20 IF sal < 4000 THEN

21 sal\_raise := .11;

22 ELSE

23 sal\_raise := .08;

24 END IF;

25

26 WHEN jobid = 'ST\_CLERK' THEN

27 IF sal < 3500 THEN

28 sal\_raise := .10;

29 ELSE

30 sal\_raise := .07;

31 END IF;

32

33 ELSE

34 BEGIN

35 DBMS\_OUTPUT.PUT\_LINE('No raise for this job: ' || jobid);

36 END;

37 END CASE;

38

39 UPDATE employees

40 SET salary = salary + salary \* sal\_raise

41 WHERE employee\_id = empid;

42 END;

43 /

PL/SQL procedure successfully completed.

SQL>

A sequence of statements that uses query results to select alternative actions is common in database applications. Another common sequence inserts or deletes a row only if an associated entry is found in another table. You can bundle these common sequences into a PL/SQL block using conditional logic.

**Iterative Control**

LOOP statements let you execute a sequence of statements multiple times. You place the keyword LOOP before the first statement in the sequence and the keywords END LOOP after the last statement in the sequence. The following example shows the simplest kind of loop, which repeats a sequence of statements continually:

LOOP

-- sequence of statements

END LOOP;

The FOR-LOOP statement lets you specify a range of integers, then execute a sequence of statements once for each integer in the range. In[Example 1-11](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABGFHBG) the loop inserts 100 numbers, square roots, squares, and the sum of squares into a database table.

***Example 1-11 Using the FOR-LOOP***

SQL> CREATE TABLE sqr\_root\_sum (

2 num NUMBER,

3 sq\_root NUMBER(6,2),

4 sqr NUMBER,

5 sum\_sqrs NUMBER

6 );

Table created.

SQL>

SQL> DECLARE

2 s PLS\_INTEGER;

3 BEGIN

4 **FOR i in 1..100 LOOP**

5 s := (i \* (i + 1) \* (2\*i +1)) / 6; -- sum of squares

6

7 INSERT INTO sqr\_root\_sum

8 VALUES (i, SQRT(i), i\*i, s );

9 **END LOOP;**

10 END;

11 /

PL/SQL procedure successfully completed.

SQL>

The WHILE-LOOP statement associates a condition with a sequence of statements. Before each iteration of the loop, the condition is evaluated. If the condition is true, the sequence of statements is executed, then control resumes at the top of the loop. If the condition is false or null, the loop is bypassed and control passes to the next statement.

In [Example 1-12](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABFAHFH), you find the first employee who has a salary over $15000 and is higher in the chain of command than employee 120.

***Example 1-12 Using WHILE-LOOP for Control***

SQL> CREATE TABLE temp (

2 tempid NUMBER(6),

3 tempsal NUMBER(8,2),

4 tempname VARCHAR2(25)

5 );

Table created.

SQL>

SQL> DECLARE

2 sal employees.salary%TYPE := 0;

3 mgr\_id employees.manager\_id%TYPE;

4 lname employees.last\_name%TYPE;

5 starting\_empid employees.employee\_id%TYPE := 120;

6

7 BEGIN

8 SELECT manager\_id INTO mgr\_id

9 FROM employees

10 WHERE employee\_id = starting\_empid;

11

12 **WHILE sal <= 15000 LOOP**

13 SELECT salary, manager\_id, last\_name INTO sal, mgr\_id, lname

14 FROM employees

15 WHERE employee\_id = mgr\_id;

16 **END LOOP;**

17

18 INSERT INTO temp

19 VALUES (NULL, sal, lname);

20

21 EXCEPTION

22 WHEN NO\_DATA\_FOUND THEN

23 INSERT INTO temp VALUES (NULL, NULL, 'Not found');

24 END;

25 /

PL/SQL procedure successfully completed.

SQL>

The EXIT-WHEN statement lets you complete a loop if further processing is impossible or undesirable. When the EXIT statement is encountered, the condition in the WHEN clause is evaluated. If the condition is true, the loop completes and control passes to the next statement. In [Example 1-13](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBCHGE), the loop completes when the value of total exceeds 25,000:

Similarly, the CONTINUE-WHEN statement immediately transfers control to the next iteration of the loop when there is no need to continue working on this iteration.

***Example 1-13 Using the EXIT-WHEN Statement***

SQL> CREATE TABLE temp (

2 tempid NUMBER(6),

3 tempsal NUMBER(8,2),

4 tempname VARCHAR2(25)

5 );

Table created.

SQL>

SQL> DECLARE

2 total NUMBER(9) := 0;

3 counter NUMBER(6) := 0;

4 BEGIN

5 **LOOP**

6 counter := counter + 1;

7 total := total + counter \* counter;

8 **EXIT WHEN total > 25000;**

9 **END LOOP;**

10

11 DBMS\_OUTPUT.PUT\_LINE ('Counter: '

12 || TO\_CHAR(counter)

13 || ' Total: '

14 || TO\_CHAR(total)

15 );

16 END;

17 /

Counter: 42 Total: 25585

PL/SQL procedure successfully completed.

SQL>

**Sequential Control**

The GOTO statement lets you branch to a label unconditionally. The label, an undeclared identifier enclosed by double angle brackets, must precede an executable statement or a PL/SQL block. When executed, the GOTO statement transfers control to the labeled statement or block, as in [Example 1-14](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABCFHBJ).

***Example 1-14 Using the GOTO Statement***

SQL> DECLARE

2 total NUMBER(9) := 0;

3 counter NUMBER(6) := 0;

4 BEGIN

5 **<<calc\_total>>**

6 counter := counter + 1;

7 total := total + counter \* counter;

8

9 IF total > 25000 THEN

10 **GOTO print\_total;**

11 ELSE

12 **GOTO calc\_total;**

13 END IF;

14

15 **<<print\_total>>**

16 DBMS\_OUTPUT.PUT\_LINE

17 ('Counter: ' || TO\_CHAR(counter) || ' Total: ' || TO\_CHAR(total));

18 END;

19 /

Counter: 42 Total: 25585

PL/SQL procedure successfully completed.

SQL>

**PL/SQL Subprograms**

A PL/SQL subprogram is a named PL/SQL block that can be invoked with a set of parameters, like double in [Example 1-15](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABHBEEC). PL/SQL has two types of subprograms, procedures and functions. A function returns a result.

***Example 1-15 PL/SQL Procedure***

SQL> DECLARE

2 in\_string VARCHAR2(100) := 'Test string';

3 out\_string VARCHAR2(200);

4

5 **PROCEDURE double (**

6 **original IN VARCHAR2,**

7 **new\_string OUT VARCHAR2**

8 **) AS**

9 **BEGIN**

10 **new\_string := original || original;**

11 **END;**

12

13 BEGIN

14 DBMS\_OUTPUT.PUT\_LINE ('in\_string: ' || in\_string);

15 **double (in\_string, out\_string);**

16 DBMS\_OUTPUT.PUT\_LINE ('out\_string: ' || out\_string);

17 END;

18 /

in\_string: Test string

out\_string: Test stringTest string

PL/SQL procedure successfully completed.

SQL>

Topics:

* [Standalone PL/SQL Subprograms](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJACCHHA)
* [Triggers](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g12758)

For more information about PL/SQL subprograms, see [Chapter 8, "Using PL/SQL Subprograms."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/subprograms.htm#CHDBEJGF)

**Standalone PL/SQL Subprograms**

You create standalone subprograms at schema level with the SQL statements CREATE PROCEDURE and CREATE FUNCTION. They are compiled and stored in the database, where they can be used by any number of applications connected to the database. When invoked, they are loaded and processed immediately. Subprograms use shared memory, so that only one copy of a subprogram is loaded into memory for execution by multiple users.

[Example 1-16](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBHHAI) creates a standalone procedure that accepts an employee ID and a bonus amount, uses the ID to select the employee's commission percentage from a database table and to convert the commission percentage to a decimal amount, and then checks the commission amount. If the commission is null, the procedure raises an exception; otherwise, it updates the employee's salary.

***Example 1-16 Creating a Standalone PL/SQL Procedure***

SQL> CREATE OR REPLACE PROCEDURE award\_bonus (

2 emp\_id NUMBER, bonus NUMBER) AS

3 commission REAL;

4 comm\_missing EXCEPTION;

5 BEGIN

6 SELECT commission\_pct / 100 INTO commission

7 FROM employees

8 WHERE employee\_id = emp\_id;

9

10 IF commission IS NULL THEN

11 RAISE comm\_missing;

12 ELSE

13 UPDATE employees

14 SET salary = salary + bonus\*commission

15 WHERE employee\_id = emp\_id;

16 END IF;

17 EXCEPTION

18 WHEN comm\_missing THEN

19 DBMS\_OUTPUT.PUT\_LINE

20 ('This employee does not receive a commission.');

21 commission := 0;

22 WHEN OTHERS THEN

23 NULL;

24 END award\_bonus;

25 /

Procedure created.

SQL>

A PL/SQL subprogram can be invoked from an interactive tool (such as SQL\*Plus or Enterprise Manager), from an Oracle Precompiler or OCI program, from another PL/SQL subprogram, or from a trigger.

For information, about the CREATE PROCEDURE statment, see [CREATE PROCEDURE Statement](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/create_procedure.htm#i2072424).

For more information about the SQL CREATE FUNCTION, see [CREATE FUNCTION Statement](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/create_function.htm#i2153260).

[Example 1-17](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBEFIG) invokes the stored subprogram in [Example 1-16](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBHHAI) with the CALL statement and then from inside a block.

***Example 1-17 Invoking a Standalone Procedure from SQL\*Plus***

SQL> -- Invoke standalone procedure with CALL statement

SQL>

SQL> CALL award\_bonus(179, 1000);

Call completed.

SQL>

SQL> -- Invoke standalone procedure from within block

SQL>

SQL> BEGIN

2 award\_bonus(179, 10000);

3 END;

4 /

PL/SQL procedure successfully completed.

SQL>

Using the BEGIN-END block is recommended in several situations. For example, using the CALL statement can suppress an ORA-*n* error that was not handled in the PL/SQL subprogram.

For additional examples of invoking PL/SQL subprograms, see [Example 8-8](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/subprograms.htm#CIHHBJDE). For information about the CALL statement, see [*Oracle Database SQL Language Reference*](http://docs.oracle.com/cd/B28359_01/server.111/b28286/statements_4008.htm#SQLRF01108)

**Triggers**

A trigger is a stored subprogram associated with a table, view, or event. The trigger can be invoked once, when some event occurs, or many times, once for each row affected by an INSERT, UPDATE, or DELETE statement. The trigger can be invoked before or after the event.

The trigger in [Example 1-18](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABGHAIG) is invoked whenever salaries in the employees table are updated. For each update, the trigger writes a record to the emp\_audit table. ([Example 1-10](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABCBICG) would invoke this trigger.)

***Example 1-18 Creating a Trigger***

SQL> CREATE TABLE emp\_audit (

2 emp\_audit\_id NUMBER(6),

3 up\_date DATE,

4 new\_sal NUMBER(8,2),

5 old\_sal NUMBER(8,2)

6 );

Table created.

SQL>

SQL> **CREATE OR REPLACE TRIGGER audit\_sal**

2 **AFTER UPDATE OF salary**

3 **ON employees**

4 **FOR EACH ROW**

5 **BEGIN**

6 **INSERT INTO emp\_audit**

7 **VALUES(:old.employee\_id, SYSDATE, :new.salary, :old.salary);**

8 **END;**

9 /

Trigger created.

SQL>

For more information about triggers, see [Chapter 9, "Using Triggers."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/triggers.htm#g1043102)

**PL/SQL Packages (APIs Written in PL/SQL)**

A PL/SQL package bundles logically related types, variables, cursors, and subprograms into a database object called a package. The package defines a simple, clear, interface to a set of related subprograms and types that can be accessed by SQL statements.

PL/SQL lets you access many predefined packages (see [Access to Predefined Packages](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#CJAJDHCF)) and to create your own packages.

A package usually has two parts: a specification and a body.

The specification defines the application programming interface (API); it declares the types, constants, variables, exceptions, cursors, and subprograms. To create a package specification, use the [CREATE PACKAGE Statement](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/create_package.htm#i2091914).

The body contains the SQL queries for cursors and the code for subprograms.To create a package body, use the [CREATE PACKAGE BODY Statement](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/create_package_body.htm#i2065383).

In [Example 1-19](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABEHEAB), the emp\_actions package contains two procedures that update the employees table and one function that provides information.

***Example 1-19 Creating a Package and Package Body***

SQL> **-- Package specification:**

SQL>

SQL> CREATE OR REPLACE PACKAGE emp\_actions AS

2

3 PROCEDURE hire\_employee (

4 employee\_id NUMBER,

5 last\_name VARCHAR2,

6 first\_name VARCHAR2,

7 email VARCHAR2,

8 phone\_number VARCHAR2,

9 hire\_date DATE,

10 job\_id VARCHAR2,

11 salary NUMBER,

12 commission\_pct NUMBER,

13 manager\_id NUMBER,

14 department\_id NUMBER

15 );

16

17 PROCEDURE fire\_employee (emp\_id NUMBER);

18

19 FUNCTION num\_above\_salary (emp\_id NUMBER) RETURN NUMBER;

20 END emp\_actions;

21 /

Package created.

SQL> **-- Package body:**

SQL>

SQL> CREATE OR REPLACE PACKAGE BODY emp\_actions AS

2

3 -- Code for procedure hire\_employee:

4

5 PROCEDURE hire\_employee (

6 employee\_id NUMBER,

7 last\_name VARCHAR2,

8 first\_name VARCHAR2,

9 email VARCHAR2,

10 phone\_number VARCHAR2,

11 hire\_date DATE,

12 job\_id VARCHAR2,

13 salary NUMBER,

14 commission\_pct NUMBER,

15 manager\_id NUMBER,

16 department\_id NUMBER

17 ) IS

18 BEGIN

19 INSERT INTO employees

20 VALUES (employee\_id,

21 last\_name,

22 first\_name,

23 email,

24 phone\_number,

25 hire\_date,

26 job\_id,

27 salary,

28 commission\_pct,

29 manager\_id,

30 department\_id);

31 END hire\_employee;

32

33 -- Code for procedure fire\_employee:

34

35 PROCEDURE fire\_employee (emp\_id NUMBER) IS

36 BEGIN

37 DELETE FROM employees

38 WHERE employee\_id = emp\_id;

39 END fire\_employee;

40

41 -- Code for function num\_above\_salary:

42

43 FUNCTION num\_above\_salary (emp\_id NUMBER) RETURN NUMBER IS

44 emp\_sal NUMBER(8,2);

45 num\_count NUMBER;

46 BEGIN

47 SELECT salary INTO emp\_sal

48 FROM employees

49 WHERE employee\_id = emp\_id;

50

51 SELECT COUNT(\*) INTO num\_count

52 FROM employees

53 WHERE salary > emp\_sal;

54

55 RETURN num\_count;

56 END num\_above\_salary;

57 END emp\_actions;

58 /

Package body created.

SQL>

To invoke a packaged subprogram, you must know only name of the package and the name and parameters of the subprogram (therefore, you can change the implementation details inside the package body without affecting the invoking applications).

[Example 1-20](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABGEGJG) invokes the emp\_actions package procedures hire\_employee and fire\_employee.

***Example 1-20 Invoking a Procedure in a Package***

SQL> CALL **emp\_actions.hire\_employee** (300, 'Belden', 'Enrique',

2 'EBELDEN', '555.111.2222',

3 '31-AUG-04', 'AC\_MGR', 9000,

4 .1, 101, 110);

Call completed.

SQL> BEGIN

2 DBMS\_OUTPUT.PUT\_LINE

3 ('Number of employees with higher salary: ' ||

4 TO\_CHAR(emp\_actions.num\_above\_salary(120)));

5

6 **emp\_actions.fire\_employee**(300);

7 END;

8 /

Number of employees with higher salary: 34

PL/SQL procedure successfully completed.

SQL>

Packages are stored in the database, where they can be shared by many applications. Invoking a packaged subprogram for the first time loads the whole package and caches it in memory, saving on disk I/O for subsequent invocations. Thus, packages enhance reuse and improve performance in a multiuser, multi-application environment.

For more information about packages, see [Chapter 10, "Using PL/SQL Packages."](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/packages.htm#CIHIJECJ)

**Conditional Compilation**

PL/SQL provides conditional compilation, which lets you customize the functionality in a PL/SQL application without having to remove any source code. For example, you can:

* Use the latest functionality with the latest database release and disable the new features to run the application against an older release of the database.
* Activate debugging or tracing functionality in the development environment and hide that functionality in the application while it runs at a production site.

For more information, see [Conditional Compilation](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/fundamentals.htm#BABIHIHF).

**Embedded SQL Statements**

Processing a SQL query with PL/SQL is like processing files with other languages. For example, a PERL program opens a file, reads the file contents, processes each line, then closes the file. In the same way, a PL/SQL program issues a query and processes the rows from the result set as shown in [Example 1-21](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABCFJII).

***Example 1-21 Processing Query Results in a LOOP***

SQL> BEGIN

2 FOR someone IN (SELECT \* FROM employees WHERE employee\_id < 120)

3 LOOP

4 DBMS\_OUTPUT.PUT\_LINE('First name = ' || someone.first\_name ||

5 ', Last name = ' || someone.last\_name);

6 END LOOP;

7 END;

8 /

First name = Steven, Last name = King

First name = Neena, Last name = Kochhar

First name = Lex, Last name = De Haan

First name = Alexander, Last name = Hunold

First name = Bruce, Last name = Ernst

First name = David, Last name = Austin

First name = Valli, Last name = Pataballa

First name = Diana, Last name = Lorentz

First name = Nancy, Last name = Greenberg

First name = Daniel, Last name = Faviet

First name = John, Last name = Chen

First name = Ismael, Last name = Sciarra

First name = Jose Manuel, Last name = Urman

First name = Luis, Last name = Popp

First name = Den, Last name = Raphaely

First name = Alexander, Last name = Khoo

First name = Shelli, Last name = Baida

First name = Sigal, Last name = Tobias

First name = Guy, Last name = Himuro

First name = Karen, Last name = Colmenares

PL/SQL procedure successfully completed.

SQL>

You can use a simple loop like the one shown here, or you can control the process precisely by using individual statements to perform the query, retrieve data, and finish processing.

**Architecture of PL/SQL**

Topics:

* [PL/SQL Engine](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABGEABB)
* [PL/SQL Units and Compilation Parameters](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#BABBDFJF)

**PL/SQL Engine**

The PL/SQL compilation and run-time system is an engine that compiles and executes PL/SQL units. The engine can be installed in the database or in an application development tool, such as Oracle Forms.

In either environment, the PL/SQL engine accepts as input any valid PL/SQL unit. The engine executes procedural statements, but sends SQL statements to the SQL engine in the database, as shown in [Figure 1-2](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#i6945).

***Figure 1-2 PL/SQL Engine***

![PL/SQL Engine](data:image/gif;base64,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)

Typically, the database processes PL/SQL units.

When an application development tool processes PL/SQL units, it passes them to its local PL/SQL engine. If a PL/SQL unit contains no SQL statements, the local engine processes the entire PL/SQL unit. This is useful if the application development tool can benefit from conditional and iterative control.

For example, Oracle Forms applications frequently use SQL statements to test the values of field entries and do simple computations. By using PL/SQL instead of SQL, these applications can avoid calls to the database.

**PL/SQL Units and Compilation Parameters**

A PL/SQL unit is any one of the following:

* PL/SQL block
* FUNCTION
* PACKAGE
* PACKAGE BODY
* PROCEDURE
* TRIGGER
* TYPE
* TYPE BODY

PL/SQL units are affected by PL/SQL compilation parameters (a category of database initialization parameters). Different PL/SQL units—for example, a package specification and its body—can have different compilation parameter settings.

[Table 1-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm" \l "g3260498) lists and briefly describes the PL/SQL compilation parameters. For more information about these parameters, see [*Oracle Database Reference*](http://docs.oracle.com/cd/B28359_01/server.111/b28320/toc.htm).

To display the values of these parameters, use the static data dictionary view ALL\_PLSQL\_OBJECT\_SETTINGS. For more information about this view, see [*Oracle Database Reference*](http://docs.oracle.com/cd/B28359_01/server.111/b28320/statviews_2009.htm#REFRN20385).

***Table 1-1 PL/SQL Compilation Parameters***

| **Parameter** | **Description** |
| --- | --- |
| [PLSCOPE\_SETTINGS](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams178.htm#REFRN10271)[Foot 1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm" \l "sthref89) | Controls the compile-time collection, cross reference, and storage of PL/SQL source code identifier data. Used by the PL/Scope tool, which is described in [*Oracle Database Advanced Application Developer's Guide*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28424/adfns_plscope.htm#ADFNS022). |
| [PLSQL\_CCFLAGS](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams179.htm#REFRN10261) 1 | Enables you to control conditional compilation of each PL/SQL unit independently. |
| [PLSQL\_CODE\_TYPE](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams180.htm#REFRN10253) 1 | Specifies the compilation mode for PL/SQL units—INTERPRETED (the default) or NATIVE.  If the optimization level (set by PLSQL\_OPTIMIZE\_LEVEL) is less than 2:   * The compiler generates interpreted code, regardless ofPLSQL\_CODE\_TYPE. * If you specify NATIVE, the compiler warns you that NATIVEwas ignored. |
| [PLSQL\_DEBUG](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams181.htm#REFRN10254) 1 | Specifies whether or not PL/SQL units will be compiled for debugging. See note following table. |
| [PLSQL\_NATIVE\_LIBRARY\_DIR](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams182.htm#REFRN10168) | Has no effect. See note following table. |
| [PLSQL\_NATIVE\_LIBRARY\_SUBDIR\_COUNT](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams183.htm#REFRN10169) | Has no effect. See note following table. |
| [PLSQL\_OPTIMIZE\_LEVEL](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams184.htm#REFRN10255) 1 | Specifies the optimization level at which to compile PL/SQL units (the higher the level, the more optimizations the compiler tries to make).  If PLSQL\_OPTIMIZE\_LEVEL=1, PL/SQL units will be compiled for debugging. |
| [PLSQL\_WARNINGS](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams186.htm#REFRN10249) 1 | Enables or disables the reporting of warning messages by the PL/SQL compiler, and specifies which warning messages to show as errors. |
| [NLS\_LENGTH\_SEMANTICS](http://docs.oracle.com/cd/B28359_01/server.111/b28320/initparams142.htm#REFRN10124) 1 | Enables you to create CHAR and VARCHAR2 columns using either byte or character length semantics. |

Footnote 1The compile-time value of this parameter is stored with the metadata of the PL/SQL unit.

**Note:**

The following compilation parameters are deprecated and might be unavailable in future Oracle Database releases:

* PLSQL\_DEBUG

For Release 11.1, it has the same effect as it had for Release 10.2—described in [Table 1-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g3260498)—but the compiler warns you that it is deprecated.

Instead of PLSQL\_DEBUG, Oracle recommends using PLSQL\_OPTIMIZE\_LEVEL=1.

* PLSQL\_NATIVE\_LIBRARY\_DIR

For Release 11.1, it has no effect. The compiler does not warn you that it is deprecated.

* PLSQL\_NATIVE\_LIBRARY\_SUBDIR\_COUNT

For Release 11.1, it has no effect. The compiler does not warn you that it is deprecated.

The compile-time values of most of the parameters in [Table 1-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28370/overview.htm#g3260498) are stored with the metadata of the PL/SQL unit, which means you can reuse those values when you explicitly recompile the program unit by doing the following:

1. Use one of the following statements to recompile the program unit:
   * ALTER FUNCTION COMPILE
   * ALTER PACKAGE COMPILE
   * ALTER PROCEDURE COMPILE
2. Include the REUSE SETTINGS clause in the statement.

This clause preserves the existing settings and uses them for the recompilation of any parameters for which values are not specified elsewhere in the statement.

If you use the SQL statement CREATE OR REPLACE to explicitly compile a PL/SQL subprogram, or if you do not include the REUSE SETTINGSclause in the ALTER COMPILE statement, then the value of the compilation parameter is its value for the session.